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ABSTRACT

An adaptive process consists of dynamic elements, and management rules which govern their run-time behaviors. The WS-CDL describes collaborative business processes between service consumers and providers. Adapting the processes to runtime changes becomes a demanding challenge, because the WS-CDL has static technology-dependent structure, and does not support the separation of concerns. Here, we propose a model-driven approach to transform WS-CDL into UML state machine (behavioral and protocol models), and subsequently into implementation code. Besides separating the business logic from the implementation, the state machine has a dynamic structure which is verifiable and adaptable. As a result, we can easily modify the process flow or change the management rules at run-time, and reflect their effects on the running process instances. We present an ‘itinerary purchase’ case study for prototyping the transformation rules.

1 Introduction

Choreography addresses the interaction that implements the collaboration between services. Choreography describes collaborative business processes (CBP) to achieve common goals among multiple distributed partners. It shows a global view of all interactions, and specifies the potential (observable) behaviors a partner can exhibit in order to interact. Orchestration refers to a composed business process which use both internal and external web services to fulfill its task [1]. Moreover, using service orchestration, each partner can provide its own internal realization of observable behaviors [2]. Figure 1 shows a conceptual model of the CBP complementary concepts including service choreography, observable behavior, and service orchestration.

The Web Service Choreography Description Language (WS-CDL) [3] is the W3C recommended language for specifying service-based CBPs. An adaptive CBP consists of dynamic elements and management rules which govern their run-time behaviors [4]. Since WS-CDL has a static structure, it is necessary to transform the service-based CBPs into adaptive models. Meanwhile, when a new requirement arises at choreography-level, it must be realized at orchestration-level. Therefore, the adaptive model must cover all choreography, and orchestration entities in different abstraction levels, and also consider the interoperability between them.

WS-CDL transformation is addressed in the literature, but mostly with the goal of choreography verification. We selected UML state machine (UML-SM) as an adaptive model to achieve the adaptation requirements of CBPs. The adaptation might be required in case of context (e.g., computational or environmental)
changes, user preference changes, or business rules changes. In this regard, it is possible to transform both WS-CDL and WSBPEL documents into state-based models, and then integrate them by using nested property of UML-SM. A preliminary version of WS-CDL to UML-SM transformation was presented in [5], [6]. In this paper, we propose the transformation rules for converting WS-CDL into UML-SM regarding Reflective state meta model.

The rest of the paper is organized as follows. Section 2 explains the overview of proposed model-driven transformation. In Section 3 we describe an overview of WS-CDL specification. WS-CDL is corresponded with UML state machine and the rationale behind the transformation is discussed in Section 4. We prototype the transformation rules based on an itinerary purchase case study in Section 5. Section 5 provides the semantic preservation of transformation. Section 7 presents related studies and compares them regarding adaptation issues. The final section of the paper provides the conclusions.

2 Model-driven Transformation

The overview of proposed model-driven transformation is illustrated in Figure 2. The platform independent model (PIM) is WS-CDL meta model and the platform specific model (PSM) is Reflective state meta model which includes states and transitions. An implementation of Reflective state models could be realized by the Shine framework, or by the PHP reflection, or by the Java Guarana library. This paper presents the transformation rules for converting WS-CDL meta model to UML-SM entities. UML-SM entities are used to create the Meta level of Reflective state pattern.

Reflective state pattern is a refinement of State design pattern based on Reflection architectural pattern. The Reflective state pattern is used for maintaining the states of applications and providing state-dependent services to users. It uses delegation mechanism to pass user requests to meta-objects, which in turn find and consume state-dependent services. The Reflective state pattern applies the Reflection architectural pattern to implement a state machine in the Meta level, by means of meta-objects that represent state and transitions, and use the interception and materialization mechanisms for implementing the control aspects in a transparent manner. The Reflective state pattern implements the control aspects in the Meta level, separating them from the functional aspects that are implemented by the context object and the concrete states located at the Base level. As a result, the control aspects do not complicate the application design, and additionally we can modify the meta-objects at runtime and reflect the changes on the running application instances. The Controller instantiates and configure the Meta states and the Meta transitions. The Controller maintains and changes the reference to the current Meta state during transitions.

Figure 3 illustrates the Reflective state meta model. The meta model includes Meta level and Base level entities. Changes to information kept in the Meta
level affect subsequent Base level behavior. The Meta level entity includes Meta Object Protocol (MOP) and Meta object. The Meta object includes Meta states and Meta transitions which define the behaviors of application using Meta concrete states and Meta concrete transitions. Meta concrete states and Meta concrete transitions are similar to UML states and transitions, respectively. Similar to UML state machine, Meta level elements follow the event [guard condition]/action rules. Incoming events are delegated to the corresponding Meta concrete state. If the event is valid and the condition is true, then Meta concrete state performs the action and Meta concrete transition changes the current state.

3 An Overview of WS-CDL

As WS-CDL is an XML-based language that describes peer-to-peer collaborations of participants by defining, from a global viewpoint, their common and complementary observable behavior; where ordered message exchanges result in accomplishing a common business goal. As shown in Figure 4, a choreography element contains activity, exception handling and finalizer parts.

**Choreography:** The attribute name specifies a distinct name for a choreography element. The root choreography is the only choreography that is enabled by default; it performs other non-root choreographies subsequently.

**Activity:** Activities describe the actions performed within a choreography. The activity notation is used to define Basic actions, Ordering Structures, and Work Unit of activities. The activity notation provides all required elements for describing services interactions, ordering of interactions, and choreography composition.

**Exception handling:** The exception block is used to handle performance failures. The failures emerge while an exceptional circumstance or an “error” occurs, like interaction or security failures, timeout or validation errors, etc. When an exception occurs, a work unit within the exception block is performed.

**Finalizer:** The finalizer block is enabled when a choreography is successfully completed. The activities within a finalizer block are performed to confirm, cancel or modify the effects of completed actions.

4 Transformation

UML 2.4 proposes behavioral and protocol state machines. The behavioral state machine shows discrete behavior of a system through finite state transitions. The protocol state machine expresses the usage protocol of a system. The following nodes and edges are typical state machine elements: behavioral state, behavioral transition, protocol state, protocol transition, and different pseudo-states such as join, fork, entry/exit points, etc. The workflow and service interaction patterns are supported by UML state machine [9].
4.1 Ordering Structures

Ordering structures are used to combine activities and express the ordering rules of actions. WS-CDL presents the Sequence, Parallel and Choice ordering structures. An ordering structure can include other ordering structures recursively; hence an activity is combined with other ordering structures in a nested way.

**Sequence:** The activities within a sequence element must be performed one after another. Considering activities as states, two states are performed sequentially, when there is a transition from one state to another.

**Parallel:** The activities within a parallel element are enabled concurrently. The parallel activity completes successfully, when all its enclosed activities complete successfully. The WS-CDL parallel element is modeled using the UML orthogonal regions. A state may be divided into orthogonal regions containing sub-states that execute concurrently and independently. The fork pseudo-state splits an incoming transition into two or more transitions entering the orthogonal regions. The join pseudo-state merges the transitions exiting from different orthogonal regions into one transition. As shown in Figure 5, a parallel element was corresponded with a composite state, and consider a concurrent region for each activity within the parallel element. Since the parallel element does not have a name, the composite state is labeled with a temporary name.

**Choice:** The choice ordering structure is similar to the UML choice pseudo-state. They both realize a dynamic conditional branch. Although the choice element encompasses one or more activities, only one activity is selected, and the other activities are disabled. The enclosed activities within a choice element are transformed into state-based elements subsequently. For example, Figure 6 is an equivalent state diagram for a WS-CDL choice element with three enclosed activities. Since each activity indicates a separate conditional branch, we transform the activity to the corresponding state-based elements.
4.2 Basic Activities

A basic activity provides the lowest level actions for service interaction, choreography composition, and describing silent / hidden activities. It also provides building blocks for handling exceptions, and finalizing choreographies.

**Interaction:** Interaction is the most important activity of the WS-CDL specification. It leads to an information exchange between participants. In fact, an interaction is a pair of message exchanges for delivering data between a consumer and a provider, and defining the actual values of the delivered data. Furthermore, an interaction specifies the service operation that should be consumed to prepare the response message. An interaction is initiated when the consumer sends a message to the provider. Meanwhile, the provider performs the requested operation, and responds with a normal response message or a fault message. As shown in Figure 7, an interaction activity is transformed into a composite state (with hidden decomposition), and a transition entering the state.

**State:** To represent a running interaction between participants, we consider a state, which is labeled with the interaction name.

**Trigger:** When a message exchange with ‘action’ value equal to ‘requested’ is performed, its enclosing interaction is initiated. Therefore, we match the exception name with the transition trigger. The trigger specifies events that may induce state transition and also execution of actions.

**Guard:** According to the WS-CDL specification, no attribute guard-condition is specified for an interaction. Therefore, we do not consider guard condition for the state transition. Nevertheless, to define condition expressions for an interaction, the interaction must be enclosed in a work-unit.

**Action:** Since an operation may be performed during an interaction, the operation was corresponded with a transition’s action. The action is executed when the transition is fired.

**No-action, Silent-action:** The no-action and silent-action activities are used, when a participant does not perform any action, or perform an action without any observable operational details, respectively. The no-action specifies a ‘waiting’ state for its enclosing choreography. In other words, the choreography does not perform any action, while it is waiting for an expecting event to continue. Similarly, the silent-action specifies a choreography, which is waiting for hidden operations to be completed, and then continue the performance. Consequently, as shown in Figure 8, we consider a basic state (with no action) for a no-action activity, and a composite state (with hidden decomposition) for a silent-action activity.

**Perform:** The perform activity enables a choreography to reuse and combine other existing choreographies hierarchically. It has ‘name’ attribute for referencing the name of the choreography to be performed. Similarly, a composite state can include other composite or basic states in a nested way. Therefore, we correspond a perform activity with a composite state. As shown in Figure 9, the composite state is labeled with the value of the ‘name’ attribute. Since the performed choreography encloses activities independently, the transformation algorithm must continue recursively to convert all enclosed activities to states and display them within/inside the (enclosing/parent) composite state.

**Exception block, Finalizer block:** We described the exception handling and finalizer blocks in Section 3. The exception block contains one or more work-units, each work-unit handle an exceptional circumstance. The finalizer block contains required activities for finalizing its enclosing choreography performance. These blocks are simply transformed to composite states which have sub-states to cover work-units or activities. As shown in Figure 10, the composite state is labeled with the block name.
Figure 10. The Exception and Finalizer Blocks are corresponded to Composite States. Nested States should be considered subsequently for the Activities within the Blocks

Figure 11. A Work-unit is corresponded with a Composite State. Nested States should be considered subsequently for the Activities within the Work-unit

4.3 Work Unit

A work-unit encloses activities, and defines the constraints that should be fulfilled to perform them. A work-unit has the ‘guard’ attribute for specifying the condition of variables in XPATH format. If the guard condition of a work-unit is satisfied, then its enclosed activities are enabled. Clearly, a work-unit is equal to a composite state and an entering transition with a guard condition. As shown in Figure 11, the composite state is labeled with the work-unit name. It also has sub-states corresponding to the work-unit activities. Each entering transition has a guard condition similar to the work-unit guard condition.

To sum up, in this section, we described the WS-CDL choreography elements, and tried to model each element’s behavior through finite state transitions. In this way, we transformed ‘choreography elements and attributes’ into ‘state-transition and event-condition-action’. Table 1 summarizes the transformation rules.

5 Prototype

Here, we adopt and extend the ‘itinerary purchase’ example [10], [11] for prototyping the transformation rules. The itinerary purchase process is handled by the following independent and collaborating parties: Customer, Travel Agency, Airline, Hotel, and Payment system. The itinerary purchase scenario is as follows. First, the customer requests the travel agency for available itineraries, and then the travel agency sends all available itineraries to the customer. Next, the customer selects desired itinerary and requests the travel agency for reservation. The travel agency starts two parallel choreographies with the hotel and airline parties, and waits until reservation responses arrive. If both of reservations are done, then the travel agency calculates total cost of itinerary locally (indeed, it calculates the airline, travel agency, hotel and other commissions plus the base costs). After the total cost is determined, the choreography between the travel agency and the payment system is started. Again, the travel agency waits until the payment is confirmed by the payment system. Finally a choreography is started to notify the customer about the payment and itinerary information. The choreographies of the mentioned ‘itinerary purchase’ CBP is shown in Figure 12.

According to the transformation rules that we mentioned in previous section, we present a transformation algorithm. A pseudo code of the transformation algorithm is shown in Appendix A. We applied the algorithm to the above itinerary purchase choreography to get its corresponding state machine. As a result, Figures 13 and 14 show the equivalent state machines of the above choreography and its exception block respectively.

6 Semantic Preservation

Providing proof techniques for showing full semantic preservation of model transformation is a very difficult problem, on which there has been little work so far [12]. Instead of generally proving total correctness of a transformation, a number of approaches, carry out run-time checks of equivalence between a given source and generated target model, that is, partial correctness. Here we describe semantic preservation of state machine models in order to prove total correctness of proposed transformation rules. The semantic of source models (i.e. WS-CDL) is preserved, if transformation rules produce behaviorally equivalent target models (i.e. UML-SM). In the following list, we show that our proposed transformation rules preserve ordering of messages and semantic of interactions.

- Ordering and Composing Structures: WS-CDL’s ordering and composing structures are corresponded with state based elements in a straight-
<choreography name="itineraryPurchase" root="true">
  <sequence>
    /* (1) customer , travel agency */
    <interaction name="itinerary" operation="getItineraries">
      <participate relationshipType="Customer_TravelAgency" fromRole="CustomerRole" toRole="TravelAgencyRole" />
      <exchange name="requestItineraries" action="request">
        <send variable="tripProfile"/>
        <receive variable="tripProfile"/>
      </exchange>
      <exchange name="itinerariesList" action="respond">
        <send variable="itinerariesList"/>
        <receive variable="itinerariesList"/>
      </exchange>
    </interaction>
  </sequence>

  /* (2) customer , travel agency */
  <perform choreographyName="requestReservation"></perform>

  /* (3) travel agency , airline | travel agency , hotel */
  <perform choreographyName="itineraryReservation"></perform>

  /* (4) travel agency , payment system */
  <perform choreographyName="paymentProcessing"></perform>

</choreography>

<choreography name="itineraryReservation">
  <parallel>
    /* (3.1) travel agency , airline */
    <perform choreographyName="flightReservation"></perform>
    /* (3.2) travel agency , hotel */
    <perform choreographyName="roomReservation"></perform>
  </parallel>
</choreography>

Figure 12. The Specification of Itinerary Purchase Process in WS-CDL Format
### Table 1. WS-CDL to UML State Machine Mapping Table

<table>
<thead>
<tr>
<th>WS-CDL</th>
<th>UML state machine</th>
<th>Label</th>
<th>Event [Guard condition] / Action</th>
</tr>
</thead>
<tbody>
<tr>
<td>Root choreography</td>
<td>Initial state and composite state</td>
<td>Choreography name</td>
<td>-</td>
</tr>
<tr>
<td>Enclosed choreography</td>
<td>Initial state</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>&lt;/Choreography&gt;</td>
<td>Final state</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>Interaction</td>
<td>Composite state with hidden decomposition</td>
<td>Interaction name</td>
<td>Exchange name [null] / operation name</td>
</tr>
<tr>
<td>Perform</td>
<td>Composite state</td>
<td>Choreography name</td>
<td>-</td>
</tr>
<tr>
<td>No-action</td>
<td>Basic state</td>
<td>Waiting</td>
<td>Exception name [null] / null</td>
</tr>
<tr>
<td>Silent-action</td>
<td>Basic state</td>
<td>Waiting</td>
<td>-</td>
</tr>
<tr>
<td>Sequence</td>
<td>Transitions</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>Parallel</td>
<td>Fork - Orthogonal regions - Join</td>
<td>Temporary name</td>
<td>-</td>
</tr>
<tr>
<td>Choice</td>
<td>Choice</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>Finalizer block</td>
<td>Composite state</td>
<td>Finalizer block name</td>
<td>-</td>
</tr>
<tr>
<td>Exception block</td>
<td>Composite state</td>
<td>Exception block name</td>
<td>-</td>
</tr>
<tr>
<td>Work unit</td>
<td>Composite state</td>
<td>Work unit name</td>
<td>Null [guard name] / null</td>
</tr>
</tbody>
</table>

![Figure 13. Itinerary Purchase State Machine](image-url)
forward form (see the Transformation section).

- **Flow Control:** To control flow of messages, WS-CDL uses guard conditions in Exception Block and Work Unit. Similarly, UML-SM controls flow of messages by evaluating guards associated with transitions.

- **Interaction:** Choreography interaction includes service invocation between two partners in which one partner requests for an operation, and the other partner executes the operation and reply. Here we show how to realize service invocation between two partners using UML-SM. In particular, we expand ‘interaction composite state’ shown in Figure 7 to expose its enclosed states, transitions and series of events. As shown in Figure 15, a consumer enters ‘waiting for response’ state while sending a request event to provider. The request event is labeled with operation name and induces the provider to exit ‘waiting for request’ state and execute requested state machine. Upon receipt of response event, the consumer exits from ‘waiting for response’ state and continues its state machine.

7 Related Work

There are two types of transformation including model-driven (with the goal of adaptation) and formal (with the goal of verification) in the literature. The model driven approaches translate a WS-CDL element to its respective replacement in terms of BPEL as well as WSCDL. This enables tracing down changes from choreography to orchestration and vice versa which is an important issue in the choreography adaptation scope. On the other hand, some studies formalize the WS-CDL elements. They tried to verify several aspects of service choreography like protocol compatibility, time constraints, and message ordering. It might also be observed that these works are limited to a specific subject and does not check whether the committed choreography is realizable by the existing services protocols at the orchestration level.

Mendling & Hafner [13] propose a model driven transformation approach to drive BPEL process definitions from a global WS-CDL model. It proposes a mapping between WS-CDL and WSBPEL building blocks. In addition, the mapping can be used to generate WS-CDL description from existing WSBPEL processes. In another model-driven approach, CDL2BPEL [14] algorithm translates WS-CDL to BPEL and WSDL elements, according to a knowledge base. The knowledge base contains generic patterns to translate a WS-CDL entity to its respective replacements in terms of BPEL as well as optional WSDL. The algorithm extracts WSDL interfaces from interactions and tokens/ token locators. BPEL4Chor [15] is an intermediary language to align choreography and orchestration. BPEL4Chor is a non-executable choreography language forming an additional layer on top of the BPEL standard [16].

The idea of mapping WS-CDL to UML-SM was firstly proposed by Zakerfar et al. [6]. The interoperability between choreography and orchestration was not considered in their work. Therefore the Perform element, the noAction element, the silentAction element have no corresponding UML-SM entity, and the finalizer block is corresponded with the final state. They did not convert the exceptionHandling block for adaptation, neither did they expanded the interaction activity at orchestration level. We also mentioned the semantic preservation of transformation that has not been described in related studies.

CDL [17] was introduced to formalize the WS-CDL’s participant roles, and the collaborations among roles. They used SPIN model-checker to reason about properties that should be satisfied by the specified system automatically. Furthermore, in order to verify WS-CDL protocol mismatches, the transformation rules were proposed to correspond the WS-CDL entities with Timed automata [18], and Colored Petri-net [19], [20] elements. A formal specification of WS-CDL was proposed by Le & Truong [21], using Event-B formalism. They used Rodin studio to verify the properties of translated models such as deadlock and ordering of messages. Yu et al. [22] proposed an algorithm that transforms service choreography model and domain rules into description logic ontology. They verified the output model by semantic reasoners such as Pellet. These formal languages are suitable for choreography
verification, but they cannot realize the requirements of an adaptive process. For example, CDL and timed automata do not support all workflow patterns; Colored petri-net does not support the separation of business logic and implementation code, nor abstract modeling, nor distinct control model. From the adaptation point of view, we consider the below attributes to compare the choreography description languages/models. The comparison results are depicted in Table 2.

- **Structure**
  - Dynamic. Dynamic structure means that the structure of a process must be flexible to being reconfigured and regulated dynamically in response to commands of management activities.
  - Workflow support. It refers to supporting both workflow and services interaction patterns (e.g., sequence, parallel, synchronization, send, receive, etc.).
  - Hierarchical (nested). A hierarchical process is designed level by level, for hiding unnecessary details at each abstraction level. At each level, there is a composite operation that may be broke down at the next lower level.
  - Separation of concerns. Separation of concerns enables the separate development of the business logic and the cross-cutting concerns of a process (e.g., quality of service, implementation code).

- **Management**
  - Manageable. A process is manageable, when its structure is reconfigured by, and its runtime behaviors are regulated by, management rules and protocol.
  - Verifiable. Choreography verification consists of two main types of protocol mismatches. Service interoperability verification including message ordering and time constraints at design time. Deadlock, in which both parties are mutually waiting to receive some message from the other.

This section could be concluded by highlighting the differences of our work as follows. 1) This work proposed a transformation of WS-CDL to UML-SM with the goal of adaptation. Therefore, the transformation rules provide the interoperability between WS-CDL and WSBPEL and support the traceability of changes from choreography to orchestration and vice versa. 2) To fulfill the adaptation concern, we used Reflective state pattern which hold state machines in its Meta level. Consequently, after transforming WS-CDL to UML-SM, the output models are deployed at the Meta level and the implementation code for each action is deployed at the Base level. 3) We described the semantic preservation of transformation rules in Section 6. We also expanded the WS-CDL’s Interaction activity to describe its enclosing states at the orchestration level. 4) We surveyed the most recent related studies from the adaptation point of view. We concluded that there are two types of transformation including model-driven (with the goal of adaptation) and formal (with the goal of verification) in the literature. The comparison results are depicted in Table 2.
Table 2. Comparison of Choreography Modeling and Description Languages

<table>
<thead>
<tr>
<th>Language/Model</th>
<th>Goal</th>
<th>Dynamic</th>
<th>Workflow Support</th>
<th>Hierarchical</th>
<th>Separation of Concerns</th>
<th>Manageable</th>
<th>Verifiable</th>
</tr>
</thead>
<tbody>
<tr>
<td>WS-CDL [3]</td>
<td>Specification</td>
<td>-</td>
<td>●</td>
<td>✓</td>
<td>-</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>WSCI [25]</td>
<td>Specification</td>
<td>-</td>
<td>●</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>BPEL4Chor [15]</td>
<td>Specification, Execution</td>
<td>-</td>
<td>●</td>
<td>✓</td>
<td>-</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>CDL [17]</td>
<td>Specification, Verification</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>●</td>
<td>✓</td>
</tr>
<tr>
<td>Timed automata [18]</td>
<td>Verification</td>
<td>✓</td>
<td>●</td>
<td>-</td>
<td>-</td>
<td>●</td>
<td>✓</td>
</tr>
<tr>
<td>Colored Petri net [19], Event-B [21], Description Logic [22]</td>
<td>Verification</td>
<td>✓</td>
<td>✓</td>
<td>●</td>
<td>●</td>
<td>●</td>
<td>✓</td>
</tr>
</tbody>
</table>

Complete support (✓), Partial support (●), Lack of support (-)

8 Conclusion

In this paper, we studied the required characteristics of an adaptive service-based CBP such as dynamicity, verifiability, manageability, etc. As a result, we selected UML state machine for modeling adaptive CBPs in form of Reflective state pattern. We proposed a model-driven approach to transform the WS-CDL specification into UML state machine. We presented the transformation rules and the rationale behind each rule. The benefits of the transformation include:

- The adaptation strategies like reconfiguration, reselection are easily realized by modifying the Meta level’s state machines. For example, by adding / removing / merging / replacing states and transitions.
- We can suspend the failed instance of a process for adaptation, and then, resume it without interrupting other process instances.
- We can separately develop the business process and policies, and reflect their effects on the running process instances.

The limitations of the transformation include:

- As mentioned in Section 7, UML-SM is partially suitable for verifying choreography mismatch patterns like deadlock, unspecified reception, or order of messages. Indeed, our model is mostly suitable for process adaptation rather than process verification.
- To perform the output models, both service consumer and service provider must be equipped with a middle-ware that follows the Reflective state design pattern.
- Describing processes in state-based models like UML-SM is more complex than BPMN or UML activity diagram which simply shows the order of activities.

In future, we will develop a software tool that implements the pseudo-code of transformation algorithm. We will also propose the transformation of WS-BPEL (i.e., an orchestration language) into UML state machine. Then, we can transform both WS-CDL and WS-BPEL into their corresponding state machines, and integrate them in a nested way. According to the reflective-state design pattern [8], we will deploy the state machines on Meta level, and their implementation on Base level. We will consider concrete states and services to realize the functionalities that are defined at Meta level. Consequently, the adaptation designer (or an automatic adaptation unit) can easily modify Meta level which mirrors the behaviors of each process instance distinctly.
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A Pseudo-code of Transformation Algorithm

/* CS (Composite State),
HCS (a Composite State with Hidden decomposition),
BS (Basic State),
F (Fork),
J (Join),
IS (Initial State),
FS (Final State) */

# ABBREVIATIONS =

# START TRANSFORMATION =
SET query to ‘/package/choreography/[@root=true],
CALL findTag with query
CALL TRANSFORM

# SUB-MODULES =
string FUNCTION readTag ()
Extract the tag referred by read-pointer
Update read-pointer to next tag

void FUNCTION findTag (query)
Find the tag according to query
Update read-pointer

void FUNCTION draw (object, name, event, guard, action)
Find the tag according to query
Update read-pointer

# MAIN MODULE =
void FUNCTION TRANSFORM ()
CALL readTag RETURNING tag

IF tag EQUAL ‘choreography’ THEN
CALL draw with ‘IS’
CALL TRANSFORM
ENDIF

IF tag EQUAL ‘<choreography>’ THEN
CALL draw with ‘FS’
RETURN
ENDIF

IF input EQUAL tag THEN
RETURN ‘<’+tag+’>’;
ENDIF

/* basic activities */
CASE tag OF
‘perform’:
IF nested states must be shown THEN
SAVE read-pointer
SET query to ‘/package/choreography/[@name =
perform.choreographyName]’
CALL findTag with query
CALL draw with ‘CS’
CALL TRANSFORM
RESUME read-pointer
ELSE
CALL draw with ‘HCS’
ENDIF

‘interaction’:
CALL draw with ‘HCS’

‘noaction’:
CALL draw with ‘BS’

‘silentaction’:
CALL draw with ‘BS’

ENDCASE

/* ordering structures */
IF tag EQUAL ‘sequence’ OR ‘parallel’ OR
‘choice’ THEN
IF tag EQUAL ‘parallel’ THEN
CALL draw with ‘F’
ENDIF

IF tag EQUAL ‘choice’ THEN
CALL draw with ‘C’
ENDIF

REPEAT
CALL TRANSFORM RETURNING output
UNTIL output NOT EQUAL ‘<’+tag+’>’

IF tag EQUAL ‘parallel’ THEN
CALL draw with ‘J’
ENDIF

ENDIF
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